# **Exception Handling in Java**

The **Exception Handling in Java** is one of the powerful mechanism to handle the runtime errors so that the normal flow of the application can be maintained.

## **What is Exception in Java?**

In Java, an exception is an event that occurs during the execution of a program that disrupts the normal flow of instructions. These exceptions can occur for various reasons, such as invalid user input, file not found, or division by zero. When an exception occurs, it is typically represented by an object of a subclass of the java.lang.Exception class.

## **What is Exception Handling?**

Exception Handling is a mechanism to handle runtime errors such as ClassNotFoundException, IOException, SQLException, RemoteException, etc.

### Advantage of Exception Handling

The core advantage of exception handling is **to maintain the normal flow of the application**. An exception normally disrupts the normal flow of the application; that is why we need to handle exceptions. Let's consider a scenario:

1. statement 1;
2. statement 2;
3. statement 3;
4. statement 4;
5. statement 5;//exception occurs
6. statement 6;
7. statement 7;
8. statement 8;
9. statement 9;
10. statement 10;

Suppose there are 10 statements in a Java program and an exception occurs at statement 5; the rest of the code will not be executed, i.e., statements 6 to 10 will not be executed. However, when we perform exception handling, the rest of the statements will be executed. That is why we use exception handling in [Java](https://www.javatpoint.com/java-tutorial).

## **Hierarchy of Java Exception classes**

The java.lang.Throwable class is the root class of Java Exception hierarchy inherited by two subclasses: Exception and Error. The hierarchy of Java Exception classes is given below:
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### Types of Java Exceptions

In Java, exceptions are categorized into two main types: checked exceptions and unchecked exceptions. Additionally, there is a third category known as errors. Let's delve into each of these types:

1. Checked Exception
2. Unchecked Exception
3. Error
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### 1. Checked Exceptions

Checked exceptions are the exceptions that are checked at compile-time. This means that the compiler verifies that the code handles these exceptions either by catching them or declaring them in the method signature using the throws keyword. Examples of checked exceptions include:

**IOException:** An exception is thrown when an input/output operation fails, such as when reading from or writing to a file.

**SQLException:** It is thrown when an error occurs while accessing a database.

**ParseException:** Indicates a problem while parsing a string into another data type, such as parsing a date.

**ClassNotFoundException:** It is thrown when an application tries to load a class through its string name using methods like Class.forName(), but the class with the specified name cannot be found in the classpath.

### 2. Unchecked Exceptions (Runtime Exceptions)

Unchecked exceptions, also known as runtime exceptions, are not checked at compile-time. These exceptions usually occur due to programming errors, such as logic errors or incorrect assumptions in the code. They do not need to be declared in the method signature using the throws keyword, making it optional to handle them. Examples of unchecked exceptions include:

**NullPointerException:** It is thrown when trying to access or call a method on an object reference that is null.

**ArrayIndexOutOfBoundsException:** It occurs when we try to access an array element with an invalid index.

**ArithmeticException:** It is thrown when an arithmetic operation fails, such as division by zero.

**IllegalArgumentException:** It indicates that a method has been passed an illegal or inappropriate argument.

### 3. Errors

Errors represent exceptional conditions that are not expected to be caught under normal circumstances. They are typically caused by issues outside the control of the application, such as system failures or resource exhaustion. Errors are not meant to be caught or handled by application code. Examples of errors include:

**OutOfMemoryError:** It occurs when the Java Virtual Machine (JVM) cannot allocate enough memory for the application.

**StackOverflowError:** It is thrown when the stack memory is exhausted due to excessive recursion.

**NoClassDefFoundError:** It indicates that the JVM cannot find the definition of a class that was available at compile-time.

Understanding the different types of exceptions in Java is crucial for writing robust and reliable code. By handling exceptions appropriately, you can improve the resilience of your applications and provide better user experiences.hierarchy of exception handling

## **Difference between Checked and Unchecked Exceptions**

Here are the key differences between checked exceptions, unchecked exceptions (runtime exceptions), and errors in Java:

### 1. Checked Exceptions:

**Compile-time Check:** Checked exceptions are checked at compile-time by the Java compiler. This means that the compiler ensures that these exceptions are either caught or declared in the method signature using the throws keyword.

**Examples:** Examples of checked exceptions include IOException, SQLException, ParseException, etc.

### 2. Unchecked Exceptions (Runtime Exceptions):

Not Checked at Compile-time: Unlike checked exceptions, unchecked exceptions are not checked at compile-time. This means that the compiler does not enforce handling of unchecked exceptions.

**Examples:** Examples of unchecked exceptions include NullPointerException, ArrayIndexOutOfBoundsException, ArithmeticException, etc.

**Runtime Errors:** Unchecked exceptions often represent programming errors or unexpected conditions during runtime, such as null references or array index out of bounds.

|  |  |
| --- | --- |
| **Keyword** | **Description** |
| Try | The "try" keyword is used to specify a block where we should place an exception code. It means we can't use try block alone. The try block must be followed by either catch or finally. |
| Catch | The "catch" block is used to handle the exception. It must be preceded by try block which means we can't use catch block alone. It can be followed by finally block later. |
| Finally | The "finally" block is used to execute the necessary code of the program. It is executed whether an exception is handled or not. |
| Throw | The "throw" keyword is used to throw an exception. |
| Throws | The "throws" keyword is used to declare exceptions. It specifies that there may occur an exception in the method. It doesn't throw an exception. It is always used with method signature. |

Not Meant for Handling: Errors represent exceptional conditions that are typically beyond the control of the application and are not meant to be caught or handled by application code.

**Examples:** Examples of errors include OutOfMemoryError, StackOverflowError, NoClassDefFoundError, etc.

**Critical Conditions:** Errors usually indicate critical conditions, such as JVM failures or system resource exhaustion, where the application cannot recover.

## **Java Exception Keywords**

Java provides five keywords that are used to handle the exception. The following table describes each.

### The try-catch Block

One of the primary mechanisms for handling exceptions in Java is the try-catch block. The try block contains the code that may throw an exception, and the catch block is used to handle the exception if it occurs. Here's a basic example:

1. **try** {
2. // Code that may throw an exception
3. } **catch** (ExceptionType e) {
4. // Exception handling code
5. }

### Handling Multiple Exceptions

You can handle multiple types of exceptions by providing multiple catch blocks, each catching a different type of exception. This allows you to tailor your exception handling logic based on the specific type of exception thrown. Here's an example:

1. **try** {
2. // Code that may throw an exception
3. } **catch** (IOException e) {
4. // Handle IOException
5. } **catch** (NumberFormatException e) {
6. // Handle NumberFormatException
7. } **catch** (Exception e) {
8. // Handle any other exceptions
9. }

### The finally Block

In addition to try and catch, Java also provides a finally block, which allows you to execute cleanup code, such as closing resources, regardless of whether an exception occurs or not. The finally block is typically used to release resources that were acquired in the try block. Here's an example:

1. **try** {
2. // Code that may throw an exception
3. } **catch** (Exception e) {
4. // Exception handling code
5. } **finally** {
6. // Cleanup code
7. }

## **Java Exception Handling Example**

Let's see an example of Java Exception Handling in which we are using a try-catch statement to handle the exception.

**JavaExceptionExample.java**

1. **public** **class** JavaExceptionExample{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. //code that may raise exception
5. **int** data=100/0;
6. }**catch**(ArithmeticException e){
7. System.out.println(e);
8. }
9. //rest code of the program
10. System.out.println("rest of the code...");
11. }
12. }

[Test it Now](javascript:void(0))

**Output:**

*Exception in thread main java.lang.ArithmeticException:/ by zero*

*rest of the code...*

In the above example, 100/0 raises an ArithmeticException which is handled by a try-catch block.

## **Common Scenarios of Java Exceptions**

There are given some scenarios where unchecked exceptions may occur. They are as follows:

### 1) A scenario where ArithmeticException occurs

If we divide any number by zero, there occurs an ArithmeticException.

1. **int** a=50/0;//ArithmeticException

Here's a simple Java code example where an ArithmeticException occurs:

**File Name: ArithmeticExceptionExample.java**

1. **public** **class** ArithmeticExceptionExample {
2. **public** **static** **void** main(String[] args) {
3. **int** dividend = 10;
4. **int** divisor = 0;
5. **try** {
6. **int** result = dividend / divisor; // Division by zero
7. System.out.println("Result: " + result);
8. } **catch** (ArithmeticException e) {
9. System.out.println("Error: Division by zero is not allowed.");
10. // Additional error handling code can be added here
11. }
12. }
13. }

**Output:**

*Error: Division by zero is not allowed.*

**Explanation**

We have a main() method where we attempt to perform division by zero that is not allowed in arithmetic.

Inside the try block, we perform the division operation dividend / divisor, where divisor is assigned the value of 0.

When the division by zero occurs, an ArithmeticException is thrown. We catch this exception using a catch block specifically for ArithmeticException.

In the catch block, we handle the exception by printing an error message, indicating that division by zero is not allowed. Additional error handling logic can be added here if needed.

### 2) A scenario where NullPointerException occurs

If we have a null value in any variable, performing any operation on the variable throws a NullPointerException.

1. String s=**null**;
2. System.out.println(s.length());//NullPointerException

Here's a Java code example where a NullPointerException occurs:

**File Name: NullPointerExceptionExample.java**

1. **public** **class** NullPointerExceptionExample {
2. **public** **static** **void** main(String[] args) {
3. String str = **null**; // Initializing a String variable to null
4. **try** {
5. **int** length = str.length(); // Attempting to call a method on a null reference
6. System.out.println("Length of the string: " + length);
7. } **catch** (NullPointerException e) {
8. System.out.println("Error: Null reference encountered.");
9. // Additional error handling code can be added here
10. }
11. }
12. }

**Output:**

*Error: Null reference encountered.*

**Explanation**

We have a main() method where we initialize a String variable str to null.

Inside the try block, we attempt to call the length() method on the str reference, which is null.

When attempting to call a method on a null reference, a NullPointerException is thrown.

We catch this exception using a catch block specifically for NullPointerException.

In the catch block, we handle the exception by printing an error message indicating that a null reference was encountered. Additional error handling logic can be added here if needed.

### 3) A scenario where NumberFormatException occurs

If the formatting of any variable or number is mismatched, it may result into NumberFormatException. Suppose we have a string variable that has characters; converting this variable into digit will cause NumberFormatException.

1. String s="abc";
2. **int** i=Integer.parseInt(s);//NumberFormatException

Here's a Java code example where a NumberFormatException occurs:

**File Name: NumberFormatExceptionExample.java**

1. **public** **class** NumberFormatExceptionExample {
2. **public** **static** **void** main(String[] args) {
3. String str = "abc"; // Initializing a String with non-numeric characters
4. **try** {
5. **int** num = Integer.parseInt(str); // Attempting to parse a non-numeric string to an integer
6. System.out.println("Parsed number: " + num);
7. } **catch** (NumberFormatException e) {
8. System.out.println("Error: Unable to parse the string as an integer.");
9. // Additional error handling code can be added here
10. }
11. }
12. }

**Output:**

*Error: Unable to parse the string as an integer.*

**Explanation:**

We have a main() method where we initialize a String variable str with non-numeric characters.

Inside the try block, we attempt to parse the string str to an integer using the Integer.parseInt() method.

Since the string contains non-numeric characters, the parsing operation throws a NumberFormatException.

We catch this exception using a catch block specifically for NumberFormatException.

In the catch block, we handle the exception by printing an error message indicating that the string could not be parsed as an integer. Additional error handling logic can be added here if needed.

### 4) A scenario where ArrayIndexOutOfBoundsException occurs

When an array exceeds to it's size, the ArrayIndexOutOfBoundsException occurs. there may be other reasons to occur ArrayIndexOutOfBoundsException. Consider the following statements.

1. **int** a[]=**new** **int**[5];
2. a[10]=50; //ArrayIndexOutOfBoundsException

Here's a Java code example where an ArrayIndexOutOfBoundsException occurs:

**File Name: ArrayIndexOutOfBoundsExceptionExample.java**

1. **public** **class** ArrayIndexOutOfBoundsExceptionExample {
2. **public** **static** **void** main(String[] args) {
3. **int**[] numbers = {1, 2, 3, 4, 5}; // Initializing an array with 5 elements
4. **try** {
5. **int** index = 10; // Accessing an index that is out of bounds
6. **int** value = numbers[index]; // Attempting to access an element at an invalid index
7. System.out.println("Value at index " + index + ": " + value);
8. } **catch** (ArrayIndexOutOfBoundsException e) {
9. System.out.println("Error: Index is out of bounds.");
10. // Additional error handling code can be added here
11. }
12. }
13. }

**Output:**

*Error: Index is out of bounds.*

**Explanation**

We have a main() method where we initialize an array numbers with 5 elements.

Inside the try block, we attempt to access an element at index 10, which is out of bounds for the array numbers.

Since the index is out of bounds, an ArrayIndexOutOfBoundsException is thrown.

We catch this exception using a catch block specifically for ArrayIndexOutOfBoundsException.

In the catch block, we handle the exception by printing an error message indicating that the index is out of bounds. Additional error handling logic can be added here if needed.

## **Best Practices for Exception Handling**

**Catch Specific Exceptions:** Catch specific exceptions whenever possible rather than catching general Exception objects. It helps in providing more precise error handling and makes your code easier to understand and maintain.

**Keep Exception Handling Simple:** Avoid overly complex exception handling logic. Keep your catch blocks concise and focused on handling the specific exception they are designed for. Complex exception handling logic can make your code difficult to debug and maintain.

**Log Exceptions:** Always log exceptions or error messages when handling them. This helps in troubleshooting issues and diagnosing problems in production environments.

**Throw Exceptions Appropriately:** Throw exceptions when necessary, but avoid excessive use of checked exceptions. Checked exceptions should be used for exceptional conditions that the caller can reasonably be expected to handle.

**Use Custom Exceptions:** Create custom exception classes for specific error conditions in your application. This helps in providing meaningful error messages and makes your code more self-documenting**.**

# **Java try-catch block**

## **Java try block**

Java **try** block is used to enclose the code that might throw an exception. It must be used within the method.

If an exception occurs at the particular statement in the try block, the rest of the block code will not execute. So, it is recommended not to keep the code in try block that will not throw an exception.

Java try block must be followed by either catch or finally block.

### Syntax of Java try-catch

1. **try**{
2. //code that may throw an exception
3. }**catch**(Exception\_class\_Name ref){}

### Syntax of try-finally block

1. **try**{
2. //code that may throw an exception
3. }**finally**{}

## **Java catch block**

Java catch block is used to handle the Exception by declaring the type of exception within the parameter. The declared exception must be the parent class exception ( i.e., Exception) or the generated exception type. However, the good approach is to declare the generated type of exception.

The catch block must be used after the try block only. You can use multiple catch block with a single try block.

## **Internal Working of Java try-catch block**

![Java try-catch block](data:image/png;base64,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)

The JVM firstly checks whether the exception is handled or not. If exception is not handled, JVM provides a default exception handler that performs the following tasks:

* Prints out exception description.
* Prints the stack trace (Hierarchy of methods where the exception occurred).
* Causes the program to terminate.

But if the application programmer handles the exception, the normal flow of the application is maintained, i.e., rest of the code is executed.

## **Problem without exception handling**

Let's try to understand the problem if we don't use a try-catch block.

### Example 1

**TryCatchExample1.java**

1. **public** **class** TryCatchExample1 {
3. **public** **static** **void** main(String[] args) {
5. **int** data=50/0; //may throw exception
7. System.out.println("rest of the code");
9. }
11. }

[Test it Now](javascript:void(0))

**Output:**

*Exception in thread "main" java.lang.ArithmeticException: / by zero*

As displayed in the above example, the **rest of the code** is not executed (in such case, the **rest of the code** statement is not printed).

There might be 100 lines of code after the exception. If the exception is not handled, all the code below the exception won't be executed.

## **Solution by exception handling**

Let's see the solution of the above problem by a java try-catch block.

### Example 2

**TryCatchExample2.java**

1. **public** **class** TryCatchExample2 {
3. **public** **static** **void** main(String[] args) {
4. **try**
5. {
6. **int** data=50/0; //may throw exception
7. }
8. //handling the exception
9. **catch**(ArithmeticException e)
10. {
11. System.out.println(e);
12. }
13. System.out.println("rest of the code");
14. }
16. }

[Test it Now](javascript:void(0))

**Output:**

*java.lang.ArithmeticException: / by zero*

*rest of the code*

As displayed in the above example, the **rest of the code** is executed, i.e., the **rest of the code** statement is printed.

### Example 3

In this example, we also kept the code in a try block that will not throw an exception.

**TryCatchExample3.java**

1. **public** **class** TryCatchExample3 {
3. **public** **static** **void** main(String[] args) {
4. **try**
5. {
6. **int** data=50/0; //may throw exception
7. // if exception occurs, the remaining statement will not exceute
8. System.out.println("rest of the code");
9. }
10. // handling the exception
11. **catch**(ArithmeticException e)
12. {
13. System.out.println(e);
14. }
16. }
18. }

[Test it Now](javascript:void(0))

**Output:**

*java.lang.ArithmeticException: / by zero*

Here, we can see that if an exception occurs in the try block, the rest of the block code will not execute.

### Example 4

Here, we handle the exception using the parent class exception.

**TryCatchExample4.java**

1. **public** **class** TryCatchExample4 {
3. **public** **static** **void** main(String[] args) {
4. **try**
5. {
6. **int** data=50/0; //may throw exception
7. }
8. // handling the exception by using Exception class
9. **catch**(Exception e)
10. {
11. System.out.println(e);
12. }
13. System.out.println("rest of the code");
14. }
16. }

[Test it Now](javascript:void(0))

**Output:**

*java.lang.ArithmeticException: / by zero*

*rest of the code*

### Example 5

Let's see an example to print a custom message on exception.

**TryCatchExample5.java**

1. **public** **class** TryCatchExample5 {
3. **public** **static** **void** main(String[] args) {
4. **try**
5. {
6. **int** data=50/0; //may throw exception
7. }
8. // handling the exception
9. **catch**(Exception e)
10. {
11. // displaying the custom message
12. System.out.println("Can't divided by zero");
13. }
14. }
16. }

[Test it Now](javascript:void(0))

**Output:**

*Can't divided by zero*

### Example 6

Let's see an example to resolve the exception in a catch block.

**TryCatchExample6.java**

1. **public** **class** TryCatchExample6 {
3. **public** **static** **void** main(String[] args) {
4. **int** i=50;
5. **int** j=0;
6. **int** data;
7. **try**
8. {
9. data=i/j; //may throw exception
10. }
11. // handling the exception
12. **catch**(Exception e)
13. {
14. // resolving the exception in catch block
15. System.out.println(i/(j+2));
16. }
17. }
18. }

[Test it Now](javascript:void(0))

**Output:**

*25*

**Output:**

*Exception in thread "main" java.lang.ArithmeticException: / by zero*

Here, we can see that the catch block didn't contain the exception code. So, enclose exception code within a try block and use catch block only to handle the exceptions.

### Example 8

In this example, we handle the generated exception (Arithmetic Exception) with a different type of exception class (ArrayIndexOutOfBoundsException).

**TryCatchExample8.java**

1. **public** **class** TryCatchExample8 {
3. **public** **static** **void** main(String[] args) {
4. **try**
5. {
6. **int** data=50/0; //may throw exception
8. }
9. // try to handle the ArithmeticException using ArrayIndexOutOfBoundsException
10. **catch**(ArrayIndexOutOfBoundsException e)
11. {
12. System.out.println(e);
13. }
14. System.out.println("rest of the code");
15. }
17. }

[Test it Now](javascript:void(0))

**Output:**

*Exception in thread "main" java.lang.ArithmeticException: / by zero*

### Example 9

Let's see an example to handle another unchecked exception.

**TryCatchExample9.java**

1. **public** **class** TryCatchExample9 {
3. **public** **static** **void** main(String[] args) {
4. **try**
5. {
6. **int** arr[]= {1,3,5,7};
7. System.out.println(arr[10]); //may throw exception
8. }
9. // handling the array exception
10. **catch**(ArrayIndexOutOfBoundsException e)
11. {
12. System.out.println(e);
13. }
14. System.out.println("rest of the code");
15. }
17. }

[Test it Now](javascript:void(0))

**Output:**

*java.lang.ArrayIndexOutOfBoundsException: 10*

*rest of the code*

### Example 10

Let's see an example to handle checked exception.

**TryCatchExample10.java**

1. **import** java.io.FileNotFoundException;
2. **import** java.io.PrintWriter;
4. **public** **class** TryCatchExample10 {
6. **public** **static** **void** main(String[] args) {

9. PrintWriter pw;
10. **try** {
11. pw = **new** PrintWriter("jtp.txt"); //may throw exception
12. pw.println("saved");
13. }
14. // providing the checked exception handler
15. **catch** (FileNotFoundException e) {
17. System.out.println(e);
18. }
19. System.out.println("File saved successfully");
20. }
21. }

[Test it Now](javascript:void(0))

**Output:**

*File saved successfully*

# **Java Catch Multiple Exceptions**

## **Java Multi-catch block**

A try block can be followed by one or more catch blocks. Each catch block must contain a different exception handler. So, if you have to perform different tasks at the occurrence of different exceptions, use java multi-catch block.

## **Points to remember**

* At a time only one exception occurs and at a time only one catch block is executed.
* All catch blocks must be ordered from most specific to most general, i.e. catch for ArithmeticException must come before catch for Exception.

### Flowchart of Multi-catch Block
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### Example 1

Let's see a simple example of java multi-catch block.

**MultipleCatchBlock1.java**

1. **public** **class** MultipleCatchBlock1 {
3. **public** **static** **void** main(String[] args) {
5. **try**{
6. **int** a[]=**new** **int**[5];
7. a[5]=30/0;
8. }
9. **catch**(ArithmeticException e)
10. {
11. System.out.println("Arithmetic Exception occurs");
12. }
13. **catch**(ArrayIndexOutOfBoundsException e)
14. {
15. System.out.println("ArrayIndexOutOfBounds Exception occurs");
16. }
17. **catch**(Exception e)
18. {
19. System.out.println("Parent Exception occurs");
20. }
21. System.out.println("rest of the code");
22. }
23. }

[Test it Now](javascript:void(0))

**Output:**

*Arithmetic Exception occurs*

*rest of the code*

### Example 2

**MultipleCatchBlock2.java**

1. **public** **class** MultipleCatchBlock2 {
3. **public** **static** **void** main(String[] args) {
5. **try**{
6. **int** a[]=**new** **int**[5];
8. System.out.println(a[10]);
9. }
10. **catch**(ArithmeticException e)
11. {
12. System.out.println("Arithmetic Exception occurs");
13. }
14. **catch**(ArrayIndexOutOfBoundsException e)
15. {
16. System.out.println("ArrayIndexOutOfBounds Exception occurs");
17. }
18. **catch**(Exception e)
19. {
20. System.out.println("Parent Exception occurs");
21. }
22. System.out.println("rest of the code");
23. }
24. }

[Test it Now](javascript:void(0))

**Output:**

*ArrayIndexOutOfBounds Exception occurs*

*rest of the code*

In this example, try block contains two exceptions. But at a time only one exception occurs and its corresponding catch block is executed.

**MultipleCatchBlock3.java**

1. **public** **class** MultipleCatchBlock3 {
3. **public** **static** **void** main(String[] args) {
5. **try**{
6. **int** a[]=**new** **int**[5];
7. a[5]=30/0;
8. System.out.println(a[10]);
9. }
10. **catch**(ArithmeticException e)
11. {
12. System.out.println("Arithmetic Exception occurs");
13. }
14. **catch**(ArrayIndexOutOfBoundsException e)
15. {
16. System.out.println("ArrayIndexOutOfBounds Exception occurs");
17. }
18. **catch**(Exception e)
19. {
20. System.out.println("Parent Exception occurs");
21. }
22. System.out.println("rest of the code");
23. }
24. }

[Test it Now](javascript:void(0))

**Output:**

*Arithmetic Exception occurs*

*rest of the code*

### Example 4

In this example, we generate NullPointerException, but didn't provide the corresponding exception type. In such case, the catch block containing the parent exception class **Exception** will invoked.

**MultipleCatchBlock4.java**

1. **public** **class** MultipleCatchBlock4 {
3. **public** **static** **void** main(String[] args) {
5. **try**{
6. String s=**null**;
7. System.out.println(s.length());
8. }
9. **catch**(ArithmeticException e)
10. {
11. System.out.println("Arithmetic Exception occurs");
12. }
13. **catch**(ArrayIndexOutOfBoundsException e)
14. {
15. System.out.println("ArrayIndexOutOfBounds Exception occurs");
16. }
17. **catch**(Exception e)
18. {
19. System.out.println("Parent Exception occurs");
20. }
21. System.out.println("rest of the code");
22. }
23. }

[Test it Now](javascript:void(0))

**Output:**

*Parent Exception occurs*

*rest of the code*

### Example 5

Let's see an example, to handle the exception without maintaining the order of exceptions (i.e. from most specific to most general).

**MultipleCatchBlock5.java**

1. **class** MultipleCatchBlock5{
2. **public** **static** **void** main(String args[]){
3. **try**{
4. **int** a[]=**new** **int**[5];
5. a[5]=30/0;
6. }
7. **catch**(Exception e){System.out.println("common task completed");}
8. **catch**(ArithmeticException e){System.out.println("task1 is completed");}
9. **catch**(ArrayIndexOutOfBoundsException e){System.out.println("task 2 completed");}
10. System.out.println("rest of the code...");
11. }
12. }

[Test it Now](javascript:void(0))

**Output:**

*Compile-time error*

# **Java finally block**

**Java finally block** is a block used to execute important code such as closing the connection, etc.

Java finally block is always executed whether an exception is handled or not. Therefore, it contains all the necessary statements that need to be printed regardless of the exception occurs or not.

The finally block follows the try-catch block.

### Flowchart of finally block

![Java finally block](data:image/png;base64,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)

#### **Note: If you don't handle the exception, before terminating the program, JVM executes finally block (if any).**

## **Why use Java finally block?**

* finally block in Java can be used to put "**cleanup**" code such as closing a file, closing connection, etc.
* The important statements to be printed can be placed in the finally block.

## **Usage of Java finally**

Let's see the different cases where Java finally block can be used.

Advertisement

### Case 1: When an exception does not occur

Let's see the below example where the Java program does not throw any exception, and the finally block is executed after the try block.

**TestFinallyBlock.java**

1. **class** TestFinallyBlock {
2. **public** **static** **void** main(String args[]){
3. **try**{
4. //below code do not throw any exception
5. **int** data=25/5;
6. System.out.println(data);
7. }
8. //catch won't be executed
9. **catch**(NullPointerException e){
10. System.out.println(e);
11. }
12. //executed regardless of exception occurred or not
13. **finally** {
14. System.out.println("finally block is always executed");
15. }
17. System.out.println("rest of phe code...");
18. }
19. }

**Output:**

![Java finally block](data:image/png;base64,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)

### Case 2: When an exception occurr but not handled by the catch block

Let's see the the fillowing example. Here, the code throws an exception however the catch block cannot handle it. Despite this, the finally block is executed after the try block and then the program terminates abnormally.

**TestFinallyBlock1.java**

1. **public** **class** TestFinallyBlock1{
2. **public** **static** **void** main(String args[]){
4. **try** {
6. System.out.println("Inside the try block");
8. //below code throws divide by zero exception
9. **int** data=25/0;
10. System.out.println(data);
11. }
12. //cannot handle Arithmetic type exception
13. //can only accept Null Pointer type exception
14. **catch**(NullPointerException e){
15. System.out.println(e);
16. }
18. //executes regardless of exception occured or not
19. **finally** {
20. System.out.println("finally block is always executed");
21. }
23. System.out.println("rest of the code...");
24. }
25. }

**Output:**

Advertisement

![Java finally block](data:image/png;base64,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)

### Case 3: When an exception occurs and is handled by the catch block

**Example:**

Let's see the following example where the Java code throws an exception and the catch block handles the exception. Later the finally block is executed after the try-catch block. Further, the rest of the code is also executed normally.

**TestFinallyBlock2.java**

1. **public** **class** TestFinallyBlock2{
2. **public** **static** **void** main(String args[]){
4. **try** {
6. System.out.println("Inside try block");
8. //below code throws divide by zero exception
9. **int** data=25/0;
10. System.out.println(data);
11. }
13. //handles the Arithmetic Exception / Divide by zero exception
14. **catch**(ArithmeticException e){
15. System.out.println("Exception handled");
16. System.out.println(e);
17. }
19. //executes regardless of exception occured or not
20. **finally** {
21. System.out.println("finally block is always executed");
22. }
24. System.out.println("rest of the code...");
25. }
26. }

**Output:**

![Java finally block](data:image/png;base64,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)

#### **Rule: For each try block there can be zero or more catch blocks, but only one finally block.**

#### **Note: The finally block will not be executed if the program exits (either by calling System.exit() or by causing a fatal error that causes the process to abort).**

# **Java throw Exception**

In Java, exceptions allows us to write good quality codes where the errors are checked at the compile time instead of runtime and we can create custom exceptions making the code recovery and debugging easier.

## **Java throw keyword**

The Java throw keyword is used to throw an exception explicitly.

We can throw either checked or unchecked exceptions in Java by throw keyword. It is mainly used to throw a custom exception. We will discuss custom exceptions later in this section.

Advertisement

We can also define our own set of conditions and throw an exception explicitly using throw keyword. For example, we can throw ArithmeticException if we divide a number by another number. Here, we just need to set the condition and throw exception using throw keyword.

The syntax of the Java throw keyword is given below.

throw Instance i.e.,

1. **throw** **new** exception\_class("error message");

Let's see the example of throw IOException.

1. **throw** **new** IOException("sorry device error");

Where the Instance must be of type Throwable or subclass of Throwable. For example, Exception is the sub class of Throwable and the user-defined exceptions usually extend the Exception class.

## **Java throw keyword Example**

### Example 1: Throwing Unchecked Exception

In this example, we have created a method named validate() that accepts an integer as a parameter. If the age is less than 18, we are throwing the ArithmeticException otherwise print a message welcome to vote.

**File Name: TestThrow1.java**

1. **public** **class** TestThrow1 {
2. //function to check if person is eligible to vote or not
3. **public** **static** **void** validate(**int** age) {
4. **if**(age<18) {
5. //throw Arithmetic exception if not eligible to vote
6. **throw** **new** ArithmeticException("Person is not eligible to vote");
7. }
8. **else** {
9. System.out.println("Person is eligible to vote!!");
10. }
11. }
12. //main method
13. **public** **static** **void** main(String args[]){
14. //calling the function
15. validate(13);
16. System.out.println("rest of the code...");
17. }
18. }

**Output:**

![Java throw keyword](data:image/png;base64,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)

The above code throw an unchecked exception. Similarly, we can also throw unchecked and user defined exceptions.

#### **Note: If we throw an unchecked exception from a method, it is not required to handle the exception or declare it in throws clause. However, for checked exceptions, handling or declaration in the throws clause is mandatory."**

If we throw a checked exception using throw keyword, it is must to handle the exception using catch block or the method must declare it using throws declaration.

### Example 2: Throwing Checked Exception

#### **Note: Every subclass of Error and RuntimeException is an unchecked exception in Java. A checked exception is everything else under the Throwable class.**

**File Name: TestThrow2.java**

1. **import** java.io.\*;
3. **public** **class** TestThrow2 {
5. //function to check if person is eligible to vote or not
6. **public** **static** **void** method() **throws** FileNotFoundException {
8. FileReader file = **new** FileReader("C:\\Users\\Anurati\\Desktop\\abc.txt");
9. BufferedReader fileInput = **new** BufferedReader(file);

12. **throw** **new** FileNotFoundException();
14. }
15. //main method
16. **public** **static** **void** main(String args[]){
17. **try**
18. {
19. method();
20. }
21. **catch** (FileNotFoundException e)
22. {
23. e.printStackTrace();
24. }
25. System.out.println("rest of the code...");
26. }
27. }

**Output:**

![Java throw keyword](data:image/png;base64,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)

### Example 3: Throwing User-defined Exception

exception is everything else under the Throwable class.

**TestThrow3.java**

1. // class represents user-defined exception
2. **class** UserDefinedException **extends** Exception
3. {
4. **public** UserDefinedException(String str)
5. {
6. // Calling constructor of parent Exception
7. **super**(str);
8. }
9. }
10. // Class that uses above MyException
11. **public** **class** TestThrow3
12. {
13. **public** **static** **void** main(String args[])
14. {
15. **try**
16. {
17. // throw an object of user defined exception
18. **throw** **new** UserDefinedException("This is user-defined exception");
19. }
20. **catch** (UserDefinedException ude)
21. {
22. System.out.println("Caught the exception");
23. // Print the message from MyException object
24. System.out.println(ude.getMessage());
25. }
26. }
27. }

**Output:**

![Java throw keyword](data:image/png;base64,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)

# **Java throws keyword**

The **Java throws keyword** is used to declare an exception. It gives an information to the programmer that there may occur an exception. So, it is better for the programmer to provide the exception handling code so that the normal flow of the program can be maintained.

Exception Handling is mainly used to handle the checked exceptions. If there occurs any unchecked exception such as NullPointerException, it is programmers' fault that he is not checking the code before it being used.

### Syntax of Java throws

1. return\_type method\_name() **throws** exception\_class\_name{
2. //method code
3. }

### Which exception should be declared?

**Ans:** Checked exception only, because:

* **unchecked exception:** under our control so we can correct our code.
* **error:** beyond our control. For example, we are unable to do anything if there occurs VirtualMachineError or StackOverflowError.

### Advantage of Java throws keyword

Now Checked Exception can be propagated (forwarded in call stack).

Backward Skip 10sPlay VideoForward Skip 10s

It provides information to the caller of the method about the exception.

## **Java throws Example**

Let's see the example of Java throws clause which describes that checked exceptions can be propagated by throws keyword.

**Testthrows1.java**

1. **import** java.io.IOException;
2. **class** Testthrows1{
3. **void** m()**throws** IOException{
4. **throw** **new** IOException("device error");//checked exception
5. }
6. **void** n()**throws** IOException{
7. m();
8. }
9. **void** p(){
10. **try**{
11. n();
12. }**catch**(Exception e){System.out.println("exception handled");}
13. }
14. **public** **static** **void** main(String args[]){
15. Testthrows1 obj=**new** Testthrows1();
16. obj.p();
17. System.out.println("normal flow...");
18. }
19. }

[Test it Now](javascript:void(0))

**Output:**

*exception handled*

*normal flow...*

#### **Rule: If we are calling a method that declares an exception, we must either caught or declare the exception.**

**There are two cases:**

1. **Case 1:** We have caught the exception i.e. we have handled the exception using try/catch block.
2. **Case 2:** We have declared the exception i.e. specified throws keyword with the method.

### Case 1: Handle Exception Using try-catch block

In case we handle the exception, the code will be executed fine whether exception occurs during the program or not.

**Testthrows2.java**

1. **import** java.io.\*;
2. **class** M{
3. **void** method()**throws** IOException{
4. **throw** **new** IOException("device error");
5. }
6. }
7. **public** **class** Testthrows2{
8. **public** **static** **void** main(String args[]){
9. **try**{
10. M m=**new** M();
11. m.method();
12. }**catch**(Exception e){System.out.println("exception handled");}
14. System.out.println("normal flow...");
15. }
16. }

[Test it Now](javascript:void(0))

**Output:**

*exception handled*

*normal flow...*

### Case 2: Declare Exception

* In case we declare the exception, if exception does not occur, the code will be executed fine.
* In case we declare the exception and the exception occurs, it will be thrown at runtime because **throws** does not handle the exception.

Let's see examples for both the scenario.

**A) If exception does not occur**

**Testthrows3.java**

1. **import** java.io.\*;
2. **class** M{
3. **void** method()**throws** IOException{
4. System.out.println("device operation performed");
5. }
6. }
7. **class** Testthrows3{
8. **public** **static** **void** main(String args[])**throws** IOException{//declare exception
9. M m=**new** M();
10. m.method();
12. System.out.println("normal flow...");
13. }
14. }

[Test it Now](javascript:void(0))

**Output:**

*device operation performed*

*normal flow...*

**B) If exception occurs**

**Testthrows4.java**

1. **import** java.io.\*;
2. **class** M{
3. **void** method()**throws** IOException{
4. **throw** **new** IOException("device error");
5. }
6. }
7. **class** Testthrows4{
8. **public** **static** **void** main(String args[])**throws** IOException{//declare exception
9. M m=**new** M();
10. m.method();
12. System.out.println("normal flow...");
13. }
14. }

[Test it Now](javascript:void(0))

**Output:**

![Java throw keyword](data:image/png;base64,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)

# **Difference Between throw and throws in Java**

The throw and throws is the concept of exception handling where the throw keyword throw the exception explicitly from a method or a block of code whereas the throws keyword is used in signature of the method.

|  |  |  |  |
| --- | --- | --- | --- |
| **Sr. no.** | **Basis of Differences** | **throw** | **throws** |
| 1. | Definition | Java throw keyword is used throw an exception explicitly in the code, inside the function or the block of code. | Java throws keyword is used in the method signature to declare an exception which might be thrown by the function while the execution of the code. |
| 2. | Uses | Type of exception Using throw keyword, we can only propagate unchecked exception i.e., the checked exception cannot be propagated using throw only. | Using throws keyword, we can declare both checked and unchecked exceptions. However, the throws keyword can be used to propagate checked exceptions only. |
| 3. | Syntax | The throw keyword is followed by an instance of Exception to be thrown. | The throws keyword is followed by class names of Exceptions to be thrown. |
| 4. | Declaration | The keyword throw is used within the method. | The keyword throws is used with the method signature. |
| 5. | Internal Implementation | We are allowed to throw only one exception at a time i.e. we cannot throw multiple exceptions. | We can declare multiple exceptions using throws keyword that can be thrown by the method. For example, main() throws IOException, SQLException. |

There are many differences between [throw](https://www.javatpoint.com/throw-keyword) and [throws](https://www.javatpoint.com/throws-keyword-and-difference-between-throw-and-throws) keywords. A list of differences between throw and throws are given below:

# **Exception Handling with Method Overriding in Java**

There are many rules if we talk about method overriding with exception handling.

Some of the rules are listed below:

* **If the superclass method does not declare an exception**
  + If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception but it can declare unchecked exception.
* **If the superclass method declares an exception**
  + If the superclass method declares an exception, subclass overridden method can declare same, subclass exception or no exception but cannot declare parent exception.

### If the superclass method does not declare an exception

#### **Rule 1: If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception.**

Let's consider following example based on the above rule.

**TestExceptionChild.java**

1. **import** java.io.\*;
2. **class** Parent{
4. // defining the method
5. **void** msg() {
6. System.out.println("parent method");
7. }
8. }
10. **public** **class** TestExceptionChild **extends** Parent{
12. // overriding the method in child class
13. // gives compile time error
14. **void** msg() **throws** IOException {
15. System.out.println("TestExceptionChild");
16. }
18. **public** **static** **void** main(String args[]) {
19. Parent p = **new** TestExceptionChild();
20. p.msg();
21. }
22. }

**Output:**

![Exception Handling with Method Overriding in Java](data:image/png;base64,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)

#### **Rule 2: If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception but can declare unchecked exception.**

**TestExceptionChild1.java**

1. **import** java.io.\*;
2. **class** Parent{
3. **void** msg() {
4. System.out.println("parent method");
5. }
6. }
8. **class** TestExceptionChild1 **extends** Parent{
9. **void** msg()**throws** ArithmeticException {
10. System.out.println("child method");
11. }
13. **public** **static** **void** main(String args[]) {
14. Parent p = **new** TestExceptionChild1();
15. p.msg();
16. }
17. }

**Output:**

![Exception Handling with Method Overriding in Java](data:image/png;base64,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)

### If the superclass method declares an exception

#### **Rule 1: If the superclass method declares an exception, subclass overridden method can declare the same subclass exception or no exception but cannot declare parent exception.**

### Example in case subclass overridden method declares parent exception

**TestExceptionChild2.java**

1. **import** java.io.\*;
2. **class** Parent{
3. **void** msg()**throws** ArithmeticException {
4. System.out.println("parent method");
5. }
6. }
8. **public** **class** TestExceptionChild2 **extends** Parent{
9. **void** msg()**throws** Exception {
10. System.out.println("child method");
11. }
13. **public** **static** **void** main(String args[]) {
14. Parent p = **new** TestExceptionChild2();
16. **try** {
17. p.msg();
18. }
19. **catch** (Exception e){}
21. }
22. }

**Output:**

![Exception Handling with Method Overriding in Java](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAApkAAACCCAMAAAA6/yMRAAAAjVBMVEUAAADAwMBspcAAACsrAADApWwrbKXAiUxMicClbCsATImJTABsKwAAK2xMAAAAAEylwImJwKXlWGTAwKXAwImJwMClwMClwKWlpWyJTExspaWJwIlsTGwrTIlMiaUrbImJTCuJpcDApYl4j37AiWxsKytMK2yJiaWliYmlbExsK0yJbCtMACsrACtsbIljn7/YAAALEUlEQVR42uzSKw6AQAxF0c4PBkgQhP2vFVVVQYrhiXtsO6KTa5cBiigTmigTmigTmigTmigTmigTmigTmigTmigTmigTmmKZc7MM389rdfS39/l5q4d9Ne/TfuL/EYS7fG8pZfXhPrrePQ97ZsPjNAyD4WVsafpxDFYGO75BgHT//w/imDxLiRdVFROix1UavST2G/v1O6cdf67Mzjk3qe7deae3F5LV4eUwB4C9/PEafualBMP4R28H1ca8LlH8a8oE98bKBNeNQzVg7+B1CR/moj5GmbLDb8o8nMTsUSnTR3Y/DUVpZ5VppeAf3g4LlGn3g/MFysS/OqzjzvSbpYlYZTY3OXSoT5GXVWboN3dvhs2juY6H0/S7SJpZmTLtnIs2wbm44lsfv5zMYx8l4XX6/iStJA51CXv1l++wDLSJcRpN91Nq2Qf8EPvFOOAng4jDPviDL/OftzJPrzG43betuz+NAzh0Fhky1ru4qB9j8Iykinhzfk3qra1ugT/2xF/wYfKjPuSFHcpUPEcJiG8mnzX00qNWbqJMGiXKJP9NaH59vNAgGTKPfXTolPFR11Bmto8qkzEFhdm8n1LLPnnf9tm2SUKAfb/fCfN9vOMPvs53Qn2n8jS4nevD+H3bg0NXwhYc1hmDZ5RZxGt6puQe08cfe+Iv+WBfeEz1SfYNdtwViy8nKpZrPp9//TrGItpTYqpMMUA/MhmzYx57+IrTKJI79rTHshLcURD7XPDDgwoTP+ISfL2XpxrzydzgiolvZAyOurk+2xKnT1iMFc8qcxqvec5UXP/1S8t0tidOFkre4Y/6MC55E1PmjeDq+axUmZoQDHF88MQPL8zn4nPyFsrEXgGsMvFHQexzwQ8yoOKQKuBUFn/wmacKJS7KBId3N2wvcR7ePWcM7jVlFvGanslZhD/2NWUS17wys5KZL7t6PZ81KJMToKA8K1NZafjzwgvz2GvCVNAoU8VxtWfiz/Mg+4Avi+kcND1TB6yAn5Wp5gbX9MziNJ/E2XfNFLfSM4t4rTJ9E8CZ2BP/XM+U+swrU/qhEWY9n5X0zE3g3ZznTH6ESM8lcBCmfGQusZePKgAGxV57ETbCsHz2O0Dxxl9YlPW8T963Vc7xU2ZDUmDI+4PPPKdriYsyweENCNscZ9d8HHLc4BXKtPGSH9lJ04sY+GNPnCUfxAWP1McqM9t3Lj0HJ6aJtJ7PKpSpD0Qtpw6sxRTSO6Tj3XP6zsk89rFMShMMxib66scZZeqr6fj+nIAa/Tfe8dee2ydg1mmx3vX4ERfh4A8+8+RV4qJMcOgfVBIc+GAMXqFMEy9x8ntm5zS2Hn/sibPkg7jgET/G2HGPCe4/xN7q9GUcZc7kswplLvyNb7n97f1R47z/X01jefz1a235XK7//v/Nb1xZHhNr1xriv5bPeq8nZf5k1w5yGwahIIAuKmXhJdn2/ucscfMkZEKJ07oF949UISxgPuNJGuwp3jZ+dSNHr//RfmY25rzODJwc4czAmAhnBsZE6czIGcIzwb83yaruvofX90CoYz9/Ok3O8P4Y8XgITiyqKvYzZ44Tevy/68yz5Azzw/P171DYqLr/VY4T/2vY78z5c4afn0nJBn3Y5kq16tM3D+Q46XFrM7zs9goc7Md+p8lx4qOn9bR48IPr7kdLZ3XgN66rc5o/Z3hz1Pq/dR2oD9tcqdY6+uaBHGeZT81zlEshsA/51HlynHc+elpPiwc/uK5t6VzxG9fTOZ0lZ5jVzmurHepcqVZ9+saD9+v0WDkvRWhIFmPjTPubJsdZGm6ps2J4DATX3Y+Wzlt+47o6p9PkDHP/+m7HUOdKterTbzmTHj7LBLBGy5mz5Djx0dN8LR784Lr70dC54jeuq3M6Vc5wqV2mTmxa9fWdKSe6/swigKWazpwlx4mPnnu/M92Phs4Vv3FdndP8OcMiV1qciECd2LTq0zcPKGZO/mooxGG5tjPHz3GuwEfPypl48IPr7kdD54rfuK7Oaf6c4b3vyKcPCtwopr6eM9fpys/rtM7m9mF/4+c4YZ1Hz8qZePCD63Rr6FzxG9fVOY2emRklZ5iPmQ61/eeZE2WSRgOdp3DmEDnD5eq5XfUOCCCc+QM6j+/MYXKGF0fK6r05QDjz+zpH1igwKsKZgTERzgyMifT3ecNA4AHSzryh7M9zqalA4FWkXc/nnBVzWiucGTgUaU/ekDPl8eQbW3nCQZ73fLB3NisNBEEYvC2JgoE5SRa8BFT8ef/Xcxf9zGSaPXQyhO7dqoOihjkVMZnpqUBGinfeUGZqnk9zeH9zd3o8z5lwG8UzbygzNeBX9zE1d6fHYybcRPHOG+pAXvN8ej7V3B1mQheKd95QImuer25az2Am3ON15rKZmuer7m80Zg5sh8L1FO+8oczUPJ/M1L95PX7+Be/Noc9+Jh5BGOozoGCNFtg09bn5ij6AC9LDrBHEBDMhJpgJMSneypy/L+m/z9K/K6l7qBu7U5MZt5n+vuRu7zXz+q4kY3mroXgvfvv7kn4ze3YlBZsPyTBmqoeoPqLpH/r6kprTVNfR9CsH1ae0jujTlcTMrBgzTRfR9Bd9fUl9Vdex7Vf+LrnTOqJXVxIzs2LMVA9RrS/TX3T2JWVO+3nnWn96tzTspz9qHdGrK3le8DByxpUIY6Z6iOojmv6iqy9pzWz7lYfx63T6Pl7km3t0Je0kCoevqTBmqoeo5x7TX/T1JRfN1PqH8fXz5WN80jqiV1eyLmny3zwRxkz1ENVHNP1DZ19SOjdmnvuPx7fHh/fn5vNB+nUleZ2ZlLKwf6k+oukfevuSmtOUKaZfuZvNO3clxa1dScxMzmRmzr7kbJ5gP3OFlKx9ydZMoiErYzYzZV9SZrpSnJyb54FZI4gJZkJMMBNigpkQE5eZlF9hiUhmDnu2YUAEMnPaGuIkGkQcM6ftdOIJ8E8cMwFqMBM2AmZCTDATYoKZEBPMhJhgJsQEMyEmmAkxwUyICWZCTBbN9NYL9b3DfR6tY36+x/0hpgJ/2Ltj1QZiIAjDEBfpUtwrpM/7P15ikq/IwIECe0TYM82yrLTrYnw2Rv61if7Rmdgd887U/2TeOL+zzrxrH2fe9cjOfO2fhQc050z8SRxNvErcSzG5mmLyLZO3qZ5cTXOT0ylXtz95m+ZZpz+tcjxn+Z09v3odPxOvEvdSTK6mmPecJ29TPbma5iWnU56vR28yzzr9aZXjOcnv7K10k87EUsPRxKvEvRSTqynmPefJQVJPRpy5yemUq9ufvM3soz+tcjxn+Z395jnnTPxJHE28Su9/MbmaovVnzlRPp5ibnE65uv3J28w++tMqx3OK31lnXvXMxNH0X590ZnI1RevPnKl+9sxMTqdc3X68zbVn5jrH86/8zj4z6Wpn4k/iaOJVpjOTqylaf+ZM9eRqmpucTrm6/V4BZR/9aZXjOcXvrDOnnYk/6VMMqDKdmVxN0fpTZ+qXXE1z9SG5uv7B28w++tMix3OM31lnbvF75hPq9lKu3C/VmZuozgzVmZuozgzVmdVzqM6s9lSdWe2pOrPaU0fvvau21PF1huajzqy203F7fwvWYJzHjHOM33kPy1YX68grpfI8Zp5j/Ml7JPazvTs2ARgGgiCIM/dfsR2Kg3f2cJiZGjbTiScslznuMc/dprO3pP0yc4+ZO0Y7bQbLZeYeM3aMfhAw2C4z95i5Y1QmS7LM+3odbcYeM3eMyuSLNyB+Tpl0UiadlEknZdJJmXRSJp2USSdl0kmZdFImnZRJJ2VS6QEGN/3Kmn7LJwAAAABJRU5ErkJggg==)

### Example in case subclass overridden method declares same exception

**TestExceptionChild3.java**

1. **import** java.io.\*;
2. **class** Parent{
3. **void** msg() **throws** Exception {
4. System.out.println("parent method");
5. }
6. }
8. **public** **class** TestExceptionChild3 **extends** Parent {
9. **void** msg()**throws** Exception {
10. System.out.println("child method");
11. }
13. **public** **static** **void** main(String args[]){
14. Parent p = **new** TestExceptionChild3();
16. **try** {
17. p.msg();
18. }
19. **catch**(Exception e) {}
20. }
21. }

**Output:**

![Exception Handling with Method Overriding in Java](data:image/png;base64,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)

### Example in case subclass overridden method declares subclass exception

**TestExceptionChild4.java**

1. **import** java.io.\*;
2. **class** Parent{
3. **void** msg()**throws** Exception {
4. System.out.println("parent method");
5. }
6. }
8. **class** TestExceptionChild4 **extends** Parent{
9. **void** msg()**throws** ArithmeticException {
10. System.out.println("child method");
11. }
13. **public** **static** **void** main(String args[]){
14. Parent p = **new** TestExceptionChild4();
16. **try** {
17. p.msg();
18. }
19. **catch**(Exception e) {}
20. }
21. }

**Output:**

![Exception Handling with Method Overriding in Java](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAApgAAABYCAMAAABmmHdmAAAAdVBMVEUAAADAwMBspcArAAAAACvApWzAiUwrbKVMicAATImlbCuJTAAAK2xsKwBMAAAAAEylwInlWGSJwKXAwKXAwImJwMClwMClwKWlpWyJTExsTGx/QSsrbIkrTImlbExMiaWJwInAiWyJpcBspaXApYmJiYlMK2ywn75hAAAGHklEQVR42uzSoQ3AMBDAwIdVWfdftjAgUkiIwR029HwDQcYkyZgkGZMkY5JkTJKMSZIxSTImScYkyZgk7WM+75zc9stPnrUotQ3EQC4h57NTk9IQCqXQd///E7uOVrOe02BPCtNi8EDsk6XVa6Oz4Xy1Wc/Zn3SfqNu/Lka5ujj7L4fqEY6YF/WalLLfbDfrl5fPk4nZppQ6Sd7drI+n90hq96GftKY+L65Znnkmq8Dyd51Y6aCui0n/kZjCfVZiCjft+0cDbhKO7tR6hIP9icSEhzEx2YBXRMxmKO7nvursLDEjE5qHH/0pxIz+1Jp5Ykb/cTmJOz1tTk4kEjM/z5bD/lR5RWIiy184vZbjcncYfxM9SxET4pTSoFNSGu40XTN8gyWHPhnRHMW3BwwSIwhuUd/s8Q3GAkfWViR/+PjY04/wS4fLfU87kwPH/YhZhfK7FeQ+aQJu+22Vbg9QII7PFSxtTRyYyA5r4gVG1fEqv8zJ2tEF7anP+Ot6hPzYH+VFPRGzJDZmcy9iTuezgEl6icZVxAQbx8T072XJ9tugCkiQcuqbASgykOh4z4kpfawL1poQRJA/GHXuR36781V2HpgKerBG4bfD2e0Nn/IWlW8RR8QFPbZlf7faOo7PJOoKh/d9TbxAzCreODGR+5C+2Uuf8Yd6uF+vI/tD/SxknoFldYYTDf+5fF7+aL0ceqhDCYuYpoBLEyI5yaWPT4g1Kf3s+jYcQyN4FoHkh/jlwXhJO48L+MdzvaW5nOoBFypNxnr8qAKyStfjbIjFNfECMUO8esbkjtL8/N65WPoeJ2+Eunv9vD++rupmEIyvIuZEPsskJvJRgbh36GGfZXG5es9ttyIm9QkQiEl7Ecj9EB/qWKjhVlOAe2PNXvguZxMCrhPTcfy1jbqKc/f1QmtvaiRmFW+cmHAiV9J/hJjKb56YIjLk+Kn4NpXPAojJZ5iq4iKmFSXzUmWhnPrMlw2MxOQWFScm7fWMST/CLx03wTAxbcE7ji9iDuoRN0zMaisfxblt8xh3YmIq3khMXBTHGekr/umJif7MExPTsKTjwWZO5rOMiXlW7K1Pz5gW9+7AZxIvQckVnXTNb+uRAF5A6IOsIiYKjF+sDVTWtEcRcV9+5Lcjc2DnBC8kYJF/w5ecW2uFK2I6jr/8uK7ibPOXXnEbXiBmiJdxKjuMPGAwHul7nHU9lB/ryP5EYkq/TXptHSKGp5l8lkDMs4ZviyKmTZ0D3x6T3jr1tik59YtBdF7AYYRe/b5Zq0Ep7T/dECibPc60t4kLU/oRPoAR4tbtFBfNae/4LmdeAdeJSRx2U410HNZDa+JVxIzxMk7+HdOeX/FBe+kzzroeyo91pJ2vqSd9JLi5D8Scy2cJxHzS3/bm9Z/fXmSct/+HaZwe/9SxtHz8ePP/K//Dzh2jAAxCURC8/61Tvi5FCGQNMydQ3EIQ/+sHuyvzzAnrn+3nWMLcE+Pty2V9/bP9HNzluWHyb8IkSZgkCZMkYZIkTJKESZIwSRImScIkSZgkCZMkYZIkTJKESZIwSRImScIkSZgkmY/5+di+B3Mx//AN0nzMq707WHEYimEouu/u/f/P1pAKQ0OIm1Aim3uY3WAYGBEoVdWf9jFH7GJOwD5m/HPZxfTDPmZtH7PNLuYU7GMW9zE77WJOwD5mcR+z0y7mBOxjFvcxO+1iTsA+ZnEfs9Mu5gTsYxb3Mf13MWdhH7O4j+m/izkL+5jFP6PLytsUbd8r77qPSTAJpuWeJMEcHkzMRjBhiWDC0rrd+8v7WV+bgAdlMAu9v+P6FsHEX4OZCCaelA32897fRn1G9RvVK8z77Dm2+DJNeFrqC572/j7UZ1S/UE9M3atXGL/jiYnLVuSq1vsLWYLIfqOCqXu1ZOKHYOKyFYE6rVftg5n9xu9gqlcYdwQTd4L5KvT+Dp6Y4eiJud0RTFyz1Bc86f3tgql+odKn++wVxh0vfnDRKvb+9sFUsVC9QgVbPce4G/nxPRzjLUlMRzBhiWDCEsGEJYIJSwQTlggmLBFMWCKYsEQwYYlgwhLBhCWCCUsEE5YIJiwRTFgimLBEMGGJYMLRG9ehmg+ng84TAAAAAElFTkSuQmCC)

### Example in case subclass overridden method declares no exception

**TestExceptionChild5.java**

1. **import** java.io.\*;
2. **class** Parent {
3. **void** msg()**throws** Exception{
4. System.out.println("parent method");
5. }
6. }
8. **class** TestExceptionChild5 **extends** Parent{
9. **void** msg() {
10. System.out.println("child method");
11. }
13. **public** **static** **void** main(String args[]){
14. Parent p = **new** TestExceptionChild5();
16. **try** {
17. p.msg();
18. }
19. **catch**(Exception e) {}
21. }
22. }

**Output:**

![Exception Handling with Method Overriding in Java](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAApgAAABTCAMAAAAMX4elAAAAclBMVEUAAADAwMBspcAAACsrAADApWzAiUwrbKVMicClbCsATImJTAAAK2xsKwBMAAAAAEylwInlWGSJwKXAwKXAwImJwMClwMClwKWlpWyJTExsTGwrbIk2QX+JTCulbExMiaWJwInAiWxsKyuJpcBspaXApYmD1XX0AAAGBUlEQVR42uxZi1LbMBC0QmJJTkOaQii0lL7//xe7zt1lPb7WHjdMa4NuJmDJe3sPbWQZqkNVrNgMrQiz2CytCLPYLK0Is9gsrQiz2CytCLPYLK0Is9gsrQiz2CzNCzPlCe7ET7er1WY95j/5Pli31d9aur2u/ouxH85cXYaLIdR2s9ms51fPxcJsQgiZM2/u16dfb1HU/t1u2J14XNyxPSNKYoMZ7y6w0w4uF8PxvTDJ+6zCJG+42f0x4RhgeWo/nOn6eGEiQleYGu8FCTO2zf2ID1d2ijDZsfj0YzdBmD4eWz5BmIzvh4O8w7vN5EK8MOsLaGi2Pv26vDBz9ZLssD92v4lWJYWJ6RBCi0khtHdiju03k/PAqyLiafrhGNBLDOWW4MUf32AMYDUfRYyHH+93Gof8KePyZqd+Mg8ei0NlJZ3/tNJ54LPjbb6uwsMRAOWxfQVDGSsPXOiHsfI5RfXzZX217qxZQoi/4S3/fj9cfbo+rEtxFGaCvxPmcD0L2EkPWLieMKHGrjDte5lq+UR0AQXKvOHFARI5iQj3zsIkHuOEMXcIZWA8OGWLw7j5alVTB4Dg3maNxm/b3+Yv/DrfoPMN8vC8kMc23XxbbY3H9iTFkkfv21j5nDB7+fodE7W35Ys/8ZK/74fFtT7q+ii+Fhzxwud3zPF6Zm6Hdg1pLJjCFAAuZRLFcZ54/MQ0d0r7bXhujlwINpgCYhzlT0+iS/WzvMAvSfUeaTYvcM8LSKwx7h5VIFZiLc8oXDYWPi/Mbr7+jNn6x5/fs00Tb3nKDd9365+tj437fQOUZ0zqbaSeZQoT9bBB8uzgYZ8ykHmuvTx2nTAFrwROmOpPAVmcM3/CgAsuPQW5Laz4k9/mZRE8rwnTeOy1TbHMc//lujsWqBdmL1+/YyIIQxH/e2GyvnFhUsg8zVBww/UsQJg8Y9JSpjClKbVesi06T/xd4AJ6YQKb/Y55jsczpsYhf8ryEPQ7pgz0jvFTmC3c87ods/co7+S5beou78COyXy9MHGRjKeDZ/7DOybWZ1yYUYXGXWaonmXsmFWStz6eMSXv/TGz4KjnKDac14rH5yQAayDwECuFiQbjg7GS0lvgaCLuMw7jZlUO/EzgSQWYGF/4Oa+PVsdrwjQee/kxLPNs6s875i18Tpg+X6sP1yYWcGg+xDP/bj9YH/so6+OFSXwTMG9fDGSLSCP1LEGYVdS3RQpTdp2jvj0GvnXybZPzik9Cka2BUGW4fbxfc4HwAPtwr0S1+AcuEuByJJM45AcxUtyaH/MSd/M3fpvXuhyvCVN5JFcKk3lKPzgWPidMl6/lCTjwcn7FD/UnXvN0/dC8KETxs7HiiEeBm0eZB4zCHK5nCcKc9re9i/GX+1OM4/7/sIzp+Q/Z0uoxe/X/K3/2heWRmUZbQv401rNYK8Ls/ItxaB3nnj+N9SxYl7/YuWMiAGAYhoH8WRdDu1TJ/WPQas8Nk92ESZIwSRImScIkSZgkCZMkYZIkTJKESZIwSRImScIkSZgkCZMkYZIkTJKESZIwSfKP+f227+EXc8MM0j/m1T/mil/M094drCoMBEEUXWqW8/8/a0MsBgySZoKxurmHt3s0CBYBsSg7YB8z3lx2Mf2wj5nbxyyzi9kF+5jJfcxKu5gdsI+Z3MestIvZAfuYyX3MSruYHbCPmdzHrLSL2QH7mMl9TP9dzF7Yx0zuY/rvYvbCPmbyZVRZeeui7HflVfcxCSbBtNyTJJjNg4neCCYsEUxYGpd7f/O+188m4E75YIZHLpjPjWDix8EUgon/UoP9vPe3U59R/Ub1Cuf97Dn2rL3gFkN9wdPe35v6jOoX6ompe/UK4388MbFsRK5yvb8wSxCz36hg6l4tmfgjmFg2IlDp3t8M5uw3fgZTvcK4I5i4Eswt2/s7PjHDtyfmfkcwsWaoL3jS+zsEU/1CpU/3s1cYd3z4waKR6/0dg6lioXqFulevcL8jmOArSTRCMGGJYMISwYQlgglLBBOWCCYsEUxYIpiwRDBhiWDCEsGEJYIJSwQTlggmLBFMWCKYcPQClFmYb1fugY0AAAAASUVORK5CYII=)

# **Java Custom Exception**

In Java, we can create our own exceptions that are derived classes of the Exception class. Creating our own Exception is known as custom exception or user-defined exception. Basically, Java custom exceptions are used to customize the exception according to user need.

Consider the example 1 in which InvalidAgeException class extends the Exception class.

Using the custom exception, we can have your own exception and message. Here, we have passed a string to the constructor of superclass i.e. Exception class that can be obtained using getMessage() method on the object we have created.

In this section, we will learn how custom exceptions are implemented and used in Java programs.
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## **Why use custom exceptions?**

Java exceptions cover almost all the general type of exceptions that may occur in the programming. However, we sometimes need to create custom exceptions.

Following are few of the reasons to use custom exceptions:

* To catch and provide specific treatment to a subset of existing Java exceptions.
* Business logic exceptions: These are the exceptions related to business logic and workflow. It is useful for the application users or the developers to understand the exact problem.

In order to create custom exception, we need to extend Exception class that belongs to java.lang package.

Consider the following example, where we create a custom exception named WrongFileNameException:

1. **public** **class** WrongFileNameException **extends** Exception {
2. **public** WrongFileNameException(String errorMessage) {
3. **super**(errorMessage);
4. }
5. }

#### **Note: We need to write the constructor that takes the String as the error message and it is called parent class constructor.**

### Example 1:

Let's see a simple example of Java custom exception. In the following code, constructor of InvalidAgeException takes a string as an argument. This string is passed to constructor of parent class Exception using the super() method. Also the constructor of Exception class can be called without using a parameter and calling super() method is not mandatory.

**TestCustomException1.java**

1. // class representing custom exception
2. **class** InvalidAgeException  **extends** Exception
3. {
4. **public** InvalidAgeException (String str)
5. {
6. // calling the constructor of parent Exception
7. **super**(str);
8. }
9. }
11. // class that uses custom exception InvalidAgeException
12. **public** **class** TestCustomException1
13. {
15. // method to check the age
16. **static** **void** validate (**int** age) **throws** InvalidAgeException{
17. **if**(age < 18){
19. // throw an object of user defined exception
20. **throw** **new** InvalidAgeException("age is not valid to vote");
21. }
22. **else** {
23. System.out.println("welcome to vote");
24. }
25. }
27. // main method
28. **public** **static** **void** main(String args[])
29. {
30. **try**
31. {
32. // calling the method
33. validate(13);
34. }
35. **catch** (InvalidAgeException ex)
36. {
37. System.out.println("Caught the exception");
39. // printing the message from InvalidAgeException object
40. System.out.println("Exception occured: " + ex);
41. }
43. System.out.println("rest of the code...");
44. }
45. }

**Output:**

![Java Custom Exception](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAApYAAAB2CAMAAABF9yOTAAAAeFBMVEUAAADAwMBspcAAACsrAADApWzAiUwrbKVMicClbCuJTAAATIlsKwAAK2xMAAAAAEylwImJwKXAwInlWGTAwKWJwMClwMClwKWlpWyJTExsTGwrbImJwIlMiaVMK2yJpcBspZrApYmlbEyJTCsrTInAiWxsKytsbInAUUU1AAAJl0lEQVR42uxZa2/bMAyMslSSH023Nu3aPbsO2/7/PxxZH0nDhGG3yAfFEIE8RFFH8nSR7XZ3t6tWrTirsqxWoFVZVivQqiyrFWhVltUKtCrLagValWW1Aq3KslqBVmVZrUDzsszN+tWIf5992F8dltavnzfU9t1k5Nvj7nKM+dtiX5BlF0JozHP9eHj9+Eit3HzqlwA4Hl8eQNOyjo1Wy/dAZcT5cPvi88/J0nDPvX3ADad+rmDwuv53loLFr+fPGftvj5cvy8TUfu0n+7ooS6+D9PLcv0WWPh+IXi9LrJ8delxv3fzc+ka8W3hdL8t4nstTd/p3cSr0sry5b8cXBeyTyZLcIQSOySHwTGoS/6rVz/HQQ3p1P93TIcLDYUrieT3xlQJbJBx+n+S7/twjj+Hnhr6eeqxjP+NoHtNVhv/3nv04rRxu92cfnu4pADg4S3jIY8XhJfyGseA5fUzq1f7Aq/IwnUd+qydFnMINSkI+4KNfxx9wjPfnY6eyXOqrWP3e0bZNZMlaNFnqrzjH4ZWIJGoLfo3nBQP7A8UmS4lnidHYfu1AsHy0qJE8lrf5sI+qAg6huasD0d3yp6wf8OHveL9Zmx63C20+/d23giPnGmINB/MyBp6TpasXbvCqPGDe9SH1yDxLhulCPsVHv44/40OlPZblcl9F2p3rAe2aLCkA4mEnt2R+xOOd3LoN8qnxbJ2jFZ8mH8sD/Pyyj7qdVhfj86fiAF/8CHe4FJIijbU/MpKGxmqdCVgYA8/J0tWLQPCqfGDe9SH1DMcg50u/fjYSZvjSFybcPkmeiSwX+rokWVIX1i6uFnaLDxHAj3jQnxsnS8QDwMkS600+kkfxMw9sOxmSk8g2Yb3iix/UO1yRgeDIwxpirc6bb8fxGKFOlq7eGVm6eeQ3WdIkVlhphj8jS8VZkOVMX8XKEvdAjm+TJXcd8dXEBD/i0aVsn5clK8OflprP7i2RR/B5Epczd1piwDOGb7LkcI/rTsvJRXxUZ9vFMe7MaTmpF253b4l514eXZYpZ8o7wpd83n5bzfZV8Wu4ynhjxK8XWEa24BxECcnSy5O+I5xdvv9GTI0lVZcnbRC8aKyhmsJ6oo3nLY3kb6IbXgc4M+WXND3zz46LpcEUGgiOPPBJrdXbxe291A8/J0tWLOpVX8IB514eTJYmKcyKf4ktfE/4Ux8mSqqbPhb7KleUu4YkPsgQFVDOeAMPoSdNu7eHX+DxANEIPH5+3Px4PRncIpy+PAIr8TqaUD6dtC2DM6zU/0QzWoS6Eab2KL3705XBFBsAZajVZKg740DHwnCxdvahT48GDm0d+k2Xg+OE+l9+wHvjar+MPOHYcBDx6sywX+ypXlmf4W95C/LnXQ4rnyA8r/Alg6HeTfW3sf+LYpvNCxl2xRv1usq8qy8V/Jpa8e9TvJvvamCyrbdmqLP+zc8c2DAIADASlBCr235cVkGje6G6Gb22CZEmQLAmSJUGyJEiWBMmSIFkSJEuCZEmQLAmSJUGyJEiWBMmSIFkSJEuCZEmQf8u5w73/b27I6N/y5b/lp34td/m3vM7Dr2WNf8tn/5Zzv5bb/Fs+/Ldc/LXc5d/yZu8MdtsGYiCKHlqnTYEe9tBLj/3/b2wWeCRT0mo31grmShwg2UiKh0trsJGj8Xgw33LFXMt1UfmWg/mWK+ZarovKtxzMt1wx13JdVL7lYL7lOrmWZ0DlWw7mW66Ta3kGVL5l8hzI3uf1sOw98avkW5Ysl8JV8i1LloVCEpQsCwlRsiwkRNtzbcPx8hEWwHF+yyi7aKxie7cs4SlZFjb8ls+XZaEQ7onjK3Q+wU/f8C+q3w/oNsfNfwjY3u0jLFwR4rc0n6Hd0+73EvH7fdlcLTlu/kPA9k4fYcb/JBYOB8Y271dkfG/n3ZQlx9V/CGR7h48w593AwuFAlmbwC6vlsCz9W69k+1EfYcnyyuDa0nyFJkt568n4amlAcQM+wlotC//wW+IrVJ/kj1/BZY1GANvvVlen2n0+wpLllWF+S3yF5pPklTbyUL8gYNu9crfjbD/sIyxZXhlt01HzE2u2RzljCoejbb8b/jvaBCXLwjjmyxLcXKZJybLwf5SDqHBelCwLCVGyLCRES+GLfH2AEWuHzcd4cvk/7/Pk6zcT2qR8xfmyfBHH0iZu907TVs7ms/qEZ7TuA/3a489jJGxvzT7fF+lkOVaQmTuerZzNFH3ulyW4jCyn+SLZD4+MMe8S/j72H1gFwvMHf8yb5DQxH+MhZ1P8olJnVp9+nswn1gPwWF4ngE/4tS4Y7xe4/MzAE+r0x6e9Bmiz8hWB7hcexpB32bn163VblsIf8yapyqg85GzigNIak/qMsmQ+oR6Ah+8g9EVdw3i/wOdneh5Xh3lm9bO2afmKQPbrrzP6vEvh7+PmH3EeF/Mm42lSHsvZ7Ee0j9l9Ap2PrxdlyRIGhE/4vSyH+wU+Ec7z+DrMM2lmUZuWrwh0PzyMLh3X+PszMyBLlzcZT5PwkLMpq6XWmd0n0PmEegAe/vpGWQq/l+VYv1GWwud5/q4Dbdp3pbRp+YpA98PDGGQJPwb2AVnGvMl4mm5iRxa/qNWZ3SdgPrGelyUhR8Or5Vi/A6slPHG1TKpIkeVMX6TtVx5Gn3dp/D1Eb/vaEn6XN+lPk/FIziZ+Ua0zp08/T5tPqAfg4acoS/iDn3W03+B/hc/zuDqJrys72rR8RSD74dEx5F1C3Pd//n1Hli/O7+nyJmUejMojOZv4RbXOpD7jPJmPrwfg0RzMIEv4ta5gtF/vf4Uv8Pg6fcgZBtbRzur08X7Ro/uk3ppPVjqcVpbeL3p0n9TLfMG2EE4rS+8XPbzPW+IXtsuhHESFhChZFhKiZFlIiPZgzPjXO9dma3+kQyER2scMUPwD2f1eybLwdFm+3cYqWRYORcP/uPX52MFHiSzHcy7xNfJ49Qnm9vv9ae+OUR2GoSiILiGFyf63GoLvQ/iBQOBCYzOn+fBjdUOaXCztddT+se8SZ/u/f4bpa+09l9k11vnaCbL3ftrr6PvHfv91WwbloeX3XObjcb52guy9n/bKgmh+P3bfUaalpfdc5v+X87UTZO/9tFdl2e/HvvNt2feIl/O1E2Tv/bRXspzfj913lAls9T2X2TWO87UTHM99vucT4+9brh/WzSzn92P3HWWyXH/PZXaNOV87wXrOLOWPj3oGsxSQWQrILAVklgIySwGZpYDMUkBmKSCzFJBZCsgsBWSWAjJLAZmlgMxSQGYpILMUkFmK5weg8PMmYzPp0wAAAABJRU5ErkJggg==)

### Example 2:

**TestCustomException2.java**

1. // class representing custom exception
2. **class** MyCustomException **extends** Exception
3. {
5. }
7. // class that uses custom exception MyCustomException
8. **public** **class** TestCustomException2
9. {
10. // main method
11. **public** **static** **void** main(String args[])
12. {
13. **try**
14. {
15. // throw an object of user defined exception
16. **throw** **new** MyCustomException();
17. }
18. **catch** (MyCustomException ex)
19. {
20. System.out.println("Caught the exception");
21. System.out.println(ex.getMessage());
22. }
24. System.out.println("rest of the code...");
25. }
26. }

**Output:**

![Java Custom Exception](data:image/png;base64,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)